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ABSTRACT

This paper describes Molhado, a hypertext versioning and software
configuration management system that is distinguished from previ-
ous systems by its flexible product versioning and structural con-
figuration management model. The model enables a unified ver-
sioning framework for atomic and composite software artifacts,
and hypermedia structures among them in a fine-grained manner
at the logical level. Hypermedia structures are managed separately
from documents’ contents. Molhado explicitly represents hyper-
links, allowing them to be browsed, visualized, and systematically
analyzed. Molhado not only versions complex hypermedia struc-
tures (e.g., multi links), but also supports versioning of individual
hyperlinks. This paper focuses on Molhado’s hypertext versioning
and its use in the Software Concordance environment to manage
the evolution of a software project and hypermedia structures.

Categories and Subject Descriptors

D.2.7 [Software Engineering]: Distribution, Maintenance, and
Enhancement;

D.2.9 [Software Engineering]: Management;

H.5.4 [Information Interfaces and Presentation]: Hypertext /
Hypermedia

General Terms
Management

Keywords

Hypertext Versioning, Software Configuration Management, Ver-
sion Control, Software Engineering

1. INTRODUCTION

One of the most important tasks associated with software en-
gineering is to improve the analysis, design, construction, verifi-
cation, and management of software artifacts. The software ar-
tifacts produced during the development process are often logi-
cally related to each other. The logical relationships appear in
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many forms. They can be captured in the form of manually main-
tained cross-references, organizational indexes, or table of con-
tents. While composition relationships are used to organize soft-
ware components with respect to their granularity, build dependen-
cies specify dependencies between source objects and derived ob-
jects inabuild process. Semantic dependencies exist among source
code, requirements, designs, and implementations. Documents un-
der developments or maintenance are changed and updated to pro-
duce the next revision. Therefore, the set of active logical relation-
ships among them can also change over time as a result.

Acknowledging the importance of relationship management in
software engineering tools, many researchers have explored the hy-
pertext approach [5]. As discussed, hypertext supports for software
development must accommodate changes in both software artifacts
and relationships. Here, versioned hypermedia comes into play
as a natural means for representing and versioning software arti-
facts and their relationships. Versioned hypermedia (or hypertext
versioning) is concerned with storing, retrieving, and navigating
prior states of a hypertext, and with allowing groups of collaborat-
ing authors to develop new states over time [46]. Despite having
many successes, existing hypermedia-based software engineering
tools provided only limited support for the evolutionary aspects of
a software project, especially for maintenance and evolution of doc-
ument relationships. In the meantime, many existing hypertext ver-
sioning frameworks were not particularly designed for software de-
velopment. Applying hypertext versioning technology in software
engineering exposes certain requirements for which most existing
hypermedia-based software development tools have yet to provide
a complete solution.

First of all, the representation of hyperlinks must be explicit and
facilitating systematic analysis, information retrieval, and visual-
ization of document relationship networks. Implicit relationships
cannot be browsed, navigated, queried, or systematically analyzed.
Therefore, it hinders developers from having a full understanding
of the system and from discovering important information. Sec-
ondly, hyperlinks must have variable arity since it is common for
relationships to connect multiple documents. Document relation-
ships can exist both between documents and within a single docu-
ment. In software documents, which can be rather lengthy, it will
be common that relationships will connect relatively small sections
of material, such as functions, paragraphs, or subsections. So, a
hypermedia system needs to support both coarse-grained linking
(connecting entire documents) and fine-grained linking (connect-
ing document fragments). In addition, hypertext versioning sys-
tems designed for software engineering should separate hypertext
structures from document contents. This is particular important for
program source code, whose lexical and syntactic rules hinder the
use of embedded hyperlinks. The separation also gives developers



more flexibility to have different relationship networks to complete
particular tasks at hand without modifying software documents.

In hypertext authoring applications, versioning for links might
not be crucial. However, for software development, the ability to
track changes for a particular logical relationship is very useful, for
example, in consistency management tasks. The fact that existing
hypermedia systems for software development do not version links
is a significant factor preventing their wider use in the software en-
gineering domain [46]. In order to correctly maintain fine-grained
logical links, hypertext versioning systems must also version soft-
ware artifacts in a fine-grained manner at the logical level. This
ability is particularly useful in fine-grained traceability and change
tracking tools since file is a much larger piece than an informa-
tion unit affected by a single change. In addition, the history of
hypertext structures also needs to be recorded since it would help
engineers to understand better the development of software doc-
uments and logical relationships among them over time. An im-
portant user interface requirement is that versioning for hypertext
structures should occur as transparently to users as possible. The
versioning system should not constantly prompt users for checking
in and out the member entities of a hypertext structure every time a
new version of the structure is created. Beside these requirements,
general requirements for a hypertext versioning system such as the
ones listed by Haake [20] and by Whitehead [46] are also very im-
portant to the success of software relationship management.

To improve the relationship management in software engineering
tools, our research has built a hypertext versioning and configura-
tion management (SCM) system, named Molhado. Molhado dis-
tinguishes itself from existing systems by its hypertext versioning
framework in which hypermedia infrastructures are built based on a
product versioning and structural SCM model. Structure version-
ing in Molhado allows for fine-grained version control of logical
structure of software components, hypermedia structures among
them, and their logical organization within a software project. This
paper focuses only on Molhado’s versioned hypermedia and its use
in the Software Concordance (SC) to manage versions of software
artifacts and hypermedia structures.

2. RELATED WORK

Several researchers have applied hypertext technology to im-
prove software document and relationship management. Dynam-
icDesign [7] defines a fixed set of information units and relation-
ships in an integrated development environment (IDE) for C lan-
guage. ChyPro [2] is a hypermedia-based IDE for SmallTalk-80,
which allows for linking distant pieces of code or documentation
together. @sterbye supports literate programming [37] by model-
ing a SmallTalk system as a hypertext. The Chimera open hyper-
media system [3] improves relationship management by providing
hypermedia services across multiple document types maintained by
different applications. None of these hypertext-based systems ad-
dresses the issue of relationship evolution.

Hypertext versioning offers an appealing approach to represent-
ing the evolution of software documents and relationships. How-
ever to date, IDEs based on versioned hypermedia have only pro-
vided simple versioning of objects, with limited versioning of links.
Also, none supports interactive program analysis. Systems pro-
viding versioning only for data include Xanadu [33], KMS [1],
DIF [17], and Hyperform [48]. In both RCS-based Hyper\Web [16]
and HyperCASE [12], the smallest versionable information unit is
afile, which is too large to be a suitable basis for document relation-
ship management. HyperPro [36] supports versioning of objects as
small as procedures. NUCM [42] follows client-server SCM model
in which a NUCM client interacts with a NUCM repository server.
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Palimpsest’s change-oriented model addresses concurrency control
in collaborative editing [15]. Vitali and Durand propose VTML
(versioned text markup language) [6] to express change operations
in editing structured documents including XML and HTML. To
support distributed authoring for Web contents, WebDAV [47] ex-
tends HTTP protocol to include operations for overwrite preven-
tion, properties, and namespace management, while DeltaV [47]
builds upon WebDAV to offer versioning, workspaces, activities,
and configuration management.

Prominent approaches in version control for hypertext structures
are composition model, total versioning model, and product ver-
sioning model. In composition model, versions of atomic compo-
nents are maintained and assembled into composite components.
Each of atomic components has a version history. The relation-
ships between these version histories are defined by revision selec-
tion rules (RSRs) for composing a version of a composite compo-
nent or a hypertext structure. Although the use of RSRs provides
flexibility, it creates some problems [4]. Efficiently maintaining
and evaluating rules increase the complexity of structure version-
ing and make user interfaces complicated [46]. The indirect rep-
resentation of a hypertext structure makes it impossible to find out
elements of the structure, unless the rules are actually applied and
executed. Differences between a structure’s revisions can not be
deduced from comparing RSR specifications. Therefore, change
management would not be efficient with this approach. To avoid
the use of rules, some systems maintain a notion of current con-
text [14, 20, 21]. A context could be some kind of coherent struc-
ture, for example, a document, a document collection [36], or a par-
tition of a hypertext [14]. However, the complexity of maintaining
the current context becomes significant if composite components
have many nested levels and hyperlinks among them.

The composition model is the core of many existing composite-
based hypertext versioning systems. Composite-based versioning
systems comprise an important class of hypertext versioning sys-
tems, and are characterized by the use of a container object to con-
tain documents and hypertext networks [46]. In Neptune [13], the
composite is used to represent the isolated work area of each col-
laborator. HyperPro [36] records changes for links by placing links
inside a “version group” (i.e., a composite) that is versioned. It has
both links to a specific version of a node and links to a node in
general. Similar to HyperPro, HyperProp [39] does not record his-
tory of links individually. In HyperPro’s and HyperProp’s structure
versioning, RSR is stored on the structure, affecting all link end-
points, and provides selection of specific document revision from
a versioned document. With this RSR approach, it is inefficient to
evaluate rules across the revisions of a specific link [46].

The research addressing versioning in open hypermedia systems
has also applied composition versioning approach. Microcosm [29]
has a context-like structure called the “application”, which is ver-
sioned. It uses RCS [41] to implement version control of nodes.
RHYTHM [28] is a distributed hypertext system that tackled prob-
lems arising from distribution and versioning. In the versioning
proposal for Chimera [45], a “configuration” is a named set of
versions of Chimera hypermedia elements, representing the sub-
set of a hypertext structure that might be affected by modifications
to an externally stored object. RCS is assumed to be the external
versioning system for objects. In the hypermedia version control
framework (HURL) [22], a hypertext structure is represented by an
“association”, which is a collection of identifiers of links and an-
chors, and documents that defines a connection. HURL provides
data versioning at document level. 1AM group has investigated the
Fundamental Open Hypermedia Model (FOHM) [31]’s contextual
model as implemented within the contextual structure server, Auld



Linky [30], to see if the contextual model could replace the se-
lection engine in a hypertext versioning server. They suggested to
extend FOHM to include multiple connections and “contexts” on
those connections [19]. The GAIA [23], a versioning framework
for open hypermedia, has its “composite” included links, anchors,
document, queries, other composites, graph objects, and a RSR.

In total versioning model, all items are versioned, including com-
posites and atomic components. Each item still has its own version
space. The relationships among items’ version spaces are defined
by RSRs or by versions of composites referring to versions of other
components. For example, in ClearCase [24], a directory version
refers to versions of other directories and files. The main princi-
ple is that when a component is modified to create a new version,
new versions of all components that are its ancestors in composi-
tional or relational hierarchy must be created [10]. In PCTE [44], a
new version is created by recursively copying the whole composi-
tion hierarchy and establishing successor relationships between all
components. In CoVer’s [20] and VerSE’s [21] structure version-
ing, RSR is stored on the containment arc between a container and
its containees, providing selection of link revisions and document
revisions from versioned links and versioned documents respec-
tively. This structure versioning increases the work that must be
performed to ensure that a structure container holds a consistent
hypertext [46]. In CoVer and VerSE, a context is a description of
the task being performed when the objects (involved in the task) are
versioned. Such context information is used in assisting with the
version selection process. SEPIA [40] has the notion of “compos-
ite node”, which contains a partially ordered set of nodes and links
and represents subgraphs of the hypermedia network. Its “container
object” contains view information for each data object (link,node,
composite node). The total versioning model also has the version
proliferation problem [10], which will be discussed later.

In contrast to total versioning, product versioning establishes a
total view of a software product, or even an entire database. This
is done by arranging versions of all items in a uniform, global
version space. Change-based product versioning systems include
COV [25], Aide-de-camp [11], and PIE [18]. PIE stores logical
changes in a composite called “layer”, which can contain both ob-
jects and links. Voodoo [38], a state-based product versioning SCM
system, also manages the evolution of the whole software project.
A version in Voodoo is a global discrete point in a time baseline,
rather than a point in a tree-structured discrete time abstraction as
in Molhado. Wagner’s product versioning [43] integrates version
management with incremental program analyses.

Much research has been performed to provide fine-grained ver-
sion control for software documents. Magnusson et al worked on
tree-based versioning for programs and hierarchically structured
documents to support collaborative editing in COOP/Orm [27]. The
framework’s principles include sharing of unchanged nodes among
versions, change propagation, and change-oriented representation
of differences. The framework works only on tree-based docu-
ments such as XML. POEM [26] uses total versioning to provide
version control in terms of functions and classes. The Unified Ex-
tensional Versioning Model [4] supports versioning for a tree by
composite, atomic, and link nodes. In Coven [9], the exact size
of versioned fragment depends on the supported document: entire
method, function, or field declaration for C++ and Java programs,
or paragraph of text in IATEX documents.

3. SYSTEM OVERVIEW

Our system is designed based on a layered architecture (see Fig-
ure 1). Each layer uses services of lower layers to provide the
infrastructures for upper layers. The important tasks and notions
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introduced at each layer are listed in Figure 1. The Fluid layer
(Section 4) provides the product versioning engine for our system.
It is built as part of the Fluid project [8]. It provides a combination
of a version model and a primitive data model to allow for version
control of many different data types. Its persistence model allows
for the storage of versioned data. Since the Fluid model works
at primitive data, it is necessary to construct high-level versioning
infrastructures for different types of software artifacts and hyper-
media structures. That is the task of the Molhado’s structural mod-
eling layer (Section 5). While the structural modeling layer takes
care of components in individual, configuration management layer
(Section 6) applies structural modeling infrastructures to the logi-
cal and compositional organizations among software artifacts. This
layer’s responsibilities include supports for versioning a project’s
structure and for users’ operations. The hypertext versioning layer
(Section 7) is built based on structural modeling infrastructures.
Hypertext versioning services in Molhado have been integrated into
the Software Concordance environment (Section 8).

4. PRODUCT VERSIONING MODEL

This section describes the Fluid product versioning model. In-
stead of focusing on individual components, Fluid/Molhado ver-
sions a software project as a whole (see Figure 2). All system
objects including (atomic and composite) components and hyper-
text structures are versioned in a uniform, global version space. A
version is global across the whole project and is a point in a tree-
structured discrete time abstraction, rather than being a particular
state of a system object as in total versioning and composition ver-
sioning approaches [10]. The state of the whole software system
is captured at certain discrete time points and only these captured
versions can be retrieved in later sessions. The current version is
the version designating the current state of the project. When the
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current version is set to a captured version, the state of the whole
project is set back to that version. Changes made to the project at
the current version create a temporary version, branching off the
current version. That temporary version will only be recorded if a
user explicitly requests that it be captured. To record the history of
an individual object, the whole project is captured. Capturing the
whole project is quite efficient because the versioning system only
records changes and works at a very small granularity.

The primitive data model of Fluid product versioning engine is
the node-slot pattern [8]. Figure 3a) summarizes the node-slot pat-
tern using the notation of Whitehead’s containment model [46]. A
node is the basic unit of identity and is used to represent anything.
Aslot is a location that can store a value in any data type, possibly
a reference to a node or a sequence (will be described later). A slot
can exist in isolation but more typically slots are attached to nodes,
using an attribute. An attribute is a mapping from nodes to slots.
An attribute may have particular slots for some nodes and maps all
other nodes to a default slot. The data model can thus be regarded
as an attribute table whose rows correspond to nodes and columns
correspond to attributes. The cells of the table are slots. Once we
add versioning, the table gets a third dimension: the version. There
are three kinds of slots. A constant slot is immutable; such a slot
can only be given a value once, when it is defined. A simple slot
may be assigned even after it has been defined. The third kind of
slot is the versioned slot, which may have different values in differ-
ent versions (slot revisions). A sequence is a container with slots
of the same data type. It has a unique identifier. Sequences may
be fixed or variable in size and share common slots together. Fig-
ure 3b) shows a simple example of an attribute table. The versioned
slot associated with node “nl1” via attribute “al” currently holds a
reference to the node “n2”. Sequence “seql” has two versioned
slots referring to “n1”” and “n2” respectively.

5. STRUCTURE VERSIONING

To be able to control versions of software documents at a fine
granularity and at the logical level, Molhado follows a structure-
oriented approach where each document is considered to be log-
ically structured into fine units, called structural units or logical
units. This approach is often taken in structured document research,
e.g. SGML and XML. In this approach, each software document is
represented by a document tree or a document graph in which each
node encodes a logical unit of the document. Since XML has be-
come the standard structured document format and very successful
in representing many different data types, it is very natural to use
XML for representing non-program artifacts. Syntactical rules for
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a document and its structural units are defined by users in a specifi-
cation such as a document type definition (DTD) or XSchema spec-
ification. For a program, an abstract syntax tree (AST) perfectly
represents its logical structure. To achieve fine-grained versioning
for documents, it is obviously that a versioning framework for tree
and graph data structures is required.

5.1 Tree-based versioning

This section describes the fine-grained version framework for the
tree data structure, which is built as part of the Fluid project [8].
Trees are built from nodes, slots, and attributes. A tree is defined
with two main attributes: 1) the “children” attribute maps each
node to a sequence holding its children, and 2) the “parent” at-
tribute maps each node to its parent. Figure 4 illustrates this via an
example. In this example, a “content” attribute is also defined that
holds a string value for some of the nodes. Note that other attributes
can also be defined for nodes. Assume that there are three versions:
v1, v2, and v3. Versions v2 and v3 branch off from version v1. The
shape of the tree at each of the three versions is shown. Version
v2 has two differences from the version v1: node 4 was deleted and
the content of node 5 was changed. Version v3 has an inserted node
(node 6) and node 3 was deleted. The values of versioned slots in
the attribute table are changed to reflect modifications to the tree at
these versions. For example, at the version v2, the “content” slot
(i.e. the slot defined by the attribute “content™) of node 5 contains
a new value (the string “new”), and the “children” slot of node 2
contains a reference to a new sequence object (seq3). Seq3 has
only one slot, which contains a reference to node 5 since node 4
has been deleted. If there is a request for the values of slots associ-
ated with node 4 at v2, a run-time error will be reported. Versioning
for a directed graph is similar except that the attribute table does not
have the “parent” attribute.

With this versioning scheme, the history of any node (logical
unit) can be recorded. For example, if the tree in Figure 4 represents
a program in which node 2 represents a method, the content of
that method at v1,v2, and v3 can be tracked by starting at the row
“n2” of the attribute table at respective version, then following the
“children” slot to display the method.

5.2 Unified versioning framework

To be able to support fine-grained versioning and hyperlinking
at the logical level, we have developed a unified versioning frame-
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work for both atomic and composite components in which all com-
ponents are versioned in the same global version space. The frame-
work is based on the tree-based and graph-based version control
scheme that was described earlier. In general, a component is an
abstraction to represent a coarse-grained logical object, which may
or may not be internally structured. It can be defined as a logical
entity that can be versioned, saved, loaded, and exists within the
version space of a software project. Each component carries an in-
ternal component identifier (CID) that serves to identify it uniquely
within the software project. An external CID is a name that may be
assigned by users. A component can represent any logical object
such as documents, programs, directories, object-oriented classes,
functions, modules, etc.

5.2.1 Atomic components

Atomic component is the basic unit for composition and aggrega-
tion in a composite component. The word “atomic” does not mean
that the component can not be divided into smaller units. In fact, in
Molhado, to accommodate fine-grained version control for compo-
nents, an atomic component can be internally composed of logical
units or structural units as mentioned. The internal structure of
an atomic component is represented by a tree or a directed graph
where each node represents a logical unit. Figure 5a) shows the part
of our data model for an atomic component. Each atomic compo-
nent referentially contains the root node (or pseudo-root) of a tree
(or a graph), which is constructed via the node-slot pattern. A com-
ponent’s internal properties whose histories need to be captured are
represented by versioned slots that are inclusively contained within
the component. For example, a versioned slot is defined for a com-
ponent’s name, which might change at different versions.

Figure 5b) and c) show an example of how an XML document
is represented. An XML document is represented by a syntax tree,
which has an additional slot that stores an operator for each node
via “operator” attribute. An operator identifies the syntactical type
of its node and determines the number and syntactical types of
the node’s children. Nodes in an XML syntax tree have opera-
tors drawn from two categories: intermediate and text operators.
The unique text operator is used to represent XML’s character data
(CDATA) construct. Each node associated with the text operator
has an additional slot (defined by the “content” attribute) that holds
the CDATA string. Each element node in an XML document is
associated with an intermediate operator, whose name is the ele-
ment’s name. Each node associated with an intermediate operator
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has one additional slot for each XML element-level attribute that is
defined for that element. In Figure 5, node “nl”, representing the
“fulladdress™ element, is associated with an intermediate operator
with the name “fulladdress”. Node “n3”, whose “content” slot con-
tains the string “MSL”, is associated with the unique text operator.
The “POBox” attribute of “address” is valid only for “n4”.

To represent for a Java program, a set of operators is defined to
represent the Java AST, with each node in the AST being repre-
sented as a node in the node-slot pattern. In a Java syntax tree,
each node is associated with a slot whose value refers to a Java
operator that defines the syntax for the syntactical unit represented
by the node. For example, an addition expression “x + y” would
be represented by a node that is associated with a slot containing
the “AddExpression” Java operator. Children nodes are left child
and right child of the addition expression. They are both associ-
ated with the same operator named “NameExpression”, and each
of them has a special slot whose value refers to its own identifier.

5.2.2 Composite components

A composite component consists of atomic components and/or
other composite components. Examples include compound docu-
ments, Java packages, architectural composite components, logical
structures such as class hierarchy, UML diagrams, Entity Relation-
ship (ER) diagrams, etc. Unlike in total versioning and composition
versioning approaches, Molhado puts all components (atomic and
composite) under a uniform global version space. Figure 6 shows
the part of Molhado’s data model for composite components using
Whitehead’s notations. A composite’s internal structure is repre-
sented by either a tree or a directed graph. The composite contains
the root (or pseudo-root) of the tree (or the graph). For a tree or
graph node (except the pseudo-root), the associated “component”
slot holds a reference to a component that the composite contains.

Figure 7 shows two examples of composite components. Fig-
ure 7a) shows package component A, which contains class com-
ponents (“class1” and “class2”) and package component B having
“class3” and “class4”. Package A is represented by a tree rooted at
“nl”. Package A referentially contains the root node “n1”. Nodes
“n2” and “n4” are associated with slots containing references to
“class1” and “class2” respectively, while the “component” slot for
node “n3” refers to the composite component B. For simplicity,
other attributes (e.g. children and parent) are not displayed. In
Figure 7b), composite component “program1” is represented in the
same manner. The attribute table is not shown. However, the nodes
“n2”, “n4”, and “n11” in Figure 7b) are associated with slots con-
taining references to “class2”, “class3”, and “class2” respectively.
Note that “class3” and “program1” are composite, while “class2”
is atomic. In contrast, “class1” is a logical unit in “program1”.



a. Composites Representations
packageA A @ __|"component”
_ni1| null
h3) n2| class1
@ O @ n3 | packageB
B = n4 | class2
n5 | null
Fora.: —T =
class{1..4}: atomic components @) @ n6| class3
n7 | class4
b. program1
P1 program1
Include class1 Include2| = @
méth1 meth2 @)
6 ¥
Lclass2 class3 class2, .-, cIassS
M QI
mé«f‘;?‘eth4 infg meth5 @ @ " @

Figure7: Composite Component Example

component
« project

.
.
.

.

<directed graph
0.

’ .
.
.
I .

attribute
component"

Figure 8: Data model for a project

This framework allows software components to be versioned at
both fine (i.e. logical unit level) and coarse (i.e. atomic/composite
component level) granularities in the same manner since the inter-
nal structures of both composite and atomic components are rep-
resented via trees and directed graphs. \ersioning for composite
objects in Molhado does not require version selection rules since
the current version is globally set across a project. Unlike total
versioning in many SCM systems, no version proliferation [10] oc-
curs in Molhado. For example, assume that the name of “meth4”
in Figure 7b) is changed to create a new version, total versioning
also creates new versions of “C2”, “incl3”, “C3”, “Include2”, and
“P1”. While version proliferation need not involve physical copy-
ing, it stills creates cognitive overhead for users. In contrast, in
Molhado only a single new global version is created and only the
“content” slot of the node “n9” (representing for “meth4”) changes
its value at the new version. This composite mechanism (Figure 6)
is also used to represent logical relations among components such
as the parent-child relations among classes in an object-oriented
paradigm. In this case, a tree or directed graph represents the logi-
cal relations among components, rather than the composite’s inter-
nal structure. For example, a composite component can be created
to represent a class hierarchy.

Based on this framework, we have built a rich set of components
including Java classes, Java programs with embedded multimedia
documentation, documentation in XML, HTML, Scalable \ector
Graphics (SVG) documents, UML diagrams, and binary data docu-
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ments. Molhado is able to import and export its internal documents
(stored in our persistent format) from and to external formats (Java,
XML, HTML, ASCII text, SVG) at any version. Binary data files
such as image, audio, and object files are considered to have no
internal structure for versioning purpose. To enable HTML-style
embedded hyperlinks among these components, an “href” attribute
is defined for each node in a component’s tree or graph. A “href”
slot contains a URL referring to a logical unit in any component.
Therefore, embedded hyperlinks can be attached to and can point to
any logical unit in components. Importantly, this approach to bind-
ing embedded hyperlinks to source code does not interfere with
program compilation, which ignore the “href” attribute.

6. CONFIGURATION MANAGEMENT

The distinguished characteristic between Molhado and many ex-
isting SCM systems is its ability to organize and to version a soft-
ware project in terms of logical components. Many of them treat a
software system as a “set of files” in directories on a file system, and
stable configurations are defined implicitly as sets of file versions
with a certain label or tag. This creates an impedance mismatch
between the design and implementation domain (logical level) and
the configuration management domain (file level).

To minimize the mental gap and and to enable the version control
for the logical structure of a software project, we introduce a notion
of project. A project is a named entity that represents the overall
system logical structure of a software project. A project’s version
is called configuration. Figure 8 shows the part of Molhado’s data
model for a project. Although a project is often tree-structured,
complicated logical structures such as ER diagrams might require
a directed graph representation. To be general, a project referen-
tially contains a pseudo-root node of a directed graph. For a given
graph node (except the pseudo-root), the associated “component”
slot contains a reference to a composite or an atomic component.
Since the overall architectural structure (i.e. a project) is repre-
sented as a directed graph, it is versioned in accordance to the di-
rected graph versioning scheme. Notice that modeling for a project
is very similar to a composite component. However, a project can
not be used as a composite component in any compositional hier-
archy. Instead, it must be regarded as the outermost composite of
all components and sets up the context for the global version space.
That is, the scope of the current version is at the project level.

Figure 9a) shows the logical structure of a Web project. Its repre-
sentations in Molhado are in Figure 9b) and c). In this example, the
Java class components are organized into a class hierarchy, while
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HTML components are structured accordingly to the logical orga-
nization of the University of Wisconsin system. The project’s struc-
ture is obviously logical and independent of a file system. Note that
the directory components “Web-prj” and “code” are used to group
other components and do not correspond to directories in a file sys-
tem. Notice that this product versioning approach, which versions
a software project as a whole entity, always assures the construc-
tion of a consistent configuration since when a project version is
chosen as current, the project’s directed graph will be correctly re-
trieved and versioned slots associated with nodes in the graph will
refer to proper components at the current version as well. Then, the
internal structure of each component and the contents of slots are
determined as described in Section 5.

7. HYPERTEXTNETWORKVERSIONING

The structure versioning framework in Section 5 also provides
infrastructures for the Molhado’s versioned hypermedia model. The
model is based on the following concepts: linkbase, hypertext net-
work, link, and anchor. A linkbase is a container for hypertext
networks and/or other linkbases. The relation between a linkbase
and a hypertext network is the same as the relation between a di-
rectory and a file in a file system. A hypertext network can belong
to only one linkbase. A hypertext network contains links and an-
chors. A link is an association among a set of anchors. An anchor
can belong to multiple links. A link or an anchor can also belong
to multiple hypertext networks. An anchor is used to denote the
region of interest within a component, and it refers to either a com-
ponent or a structural unit in a component. Links and anchors can
be associated with any attribute-value pairs.

Figure 10 shows part of the data model for hypermedia enti-
ties. A hypertext network is implemented as another type of atomic
component, whose internal structure is a directed graph. It contains
only the pseudo-root of the directed graph. Each link or anchor is
represented by a node in that graph. A directed edge connects an
anchor’s node to a link’s node if the link contains the anchor. An
additional attribute, attribute “ref”, is defined to associate an extra
slot to each anchor’s node in the graph. The slot holds a refer-
ence to either a component or a structural unit within a component
(but not to a hypertext network or to a linkbase). That structural
unit (or that component) is considered as the position of the anchor.
This separation between anchors and structural units allows for the
separation between hypertext networks and component contents.
Attribute-value pairs associated with links and anchors are imple-
mented via the node-slot pattern as in XML documents. A linkbase
is implemented as a composite component, whose internal structure
is a tree. As in a composite component, for each node in the tree,
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the associated “component” slot (not shown in Figure 10) contains
a reference to a hypertext network or another linkbase.

Figure 11 shows an example of hypertext network versioning.
Figure 11a) and d) display the network at two versions v1 and v2.
The directed graphs representing for structures of the network at
these two versions are in Figure 11b) and €). Links’ nodes (e.g.
nodes 2 and 6) have edges coming into them and do not refer to
anything. Figure 11c) shows part of the attribute table for the
network at version v1. The “ref” cell for an anchor node (e.g.
node 1) contains a reference to the corresponding document node
(e.g. n(sectionl)). Figure 11f) shows the attribute table at version
v2. Node 5 is deleted. Node 3 now has only one child. Node 9 (rep-
resenting link3) and node 10 (representing class3) are just created.
The “ref” cell for node 10 points to class3.

In general, via the directed graph versioning scheme, the history
of a hypertext network is recorded. If the position of an anchor
is changed from a structural unit to another, the “ref” slot for the
anchor’s node will be changed to refer to the new structural unit.
Deletion to document nodes might result in deletion of anchors. It
is true that any modification to a document node’s content, for ex-
ample “section1” of “docl”, will change the “content” slot of the
node. Therefore, any change to a hypertext network and related
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components will be reflected in a newly created version. In addi-
tion, the history of a link is recorded as well. Figure 12 shows an
example of link versioning. Figure 12a) and d) show the link at
two versions v1 and v2. In version v2, “para2” is removed from
the link, “section2” of “doc2” is inserted, and the content of “sec-
tion1” is changed from “abc” to “ABC”. Figure 12b) and ¢) display
the directed graph representing the link at v1 and v2. Figure 12c)
and f) show the attribute table for the graph and document nodes at
vl and v2. Similar to versioning for a hypertext network, changes
in the attribute table reflect changes in member anchors of the link
and contents of document nodes.

8. SC ENVIRONMENT

This section describes Molhado’s hypertext versioning services
that were integrated into the Software Concordance (SC), which
supports program analyses, structural editing, and HTML hyper-
links among Java programs and multimedia documentations [35].

8.1 SCM operational model

Molhado and the SC user interfaces support a variety of trans-
actions. First of all, a user can open an existing project. After
selecting the current (working) version from a project history win-
dow, the system displays the project’s structure and its components
in a project structure window (see Figure 13). This window serves
as an overview and table of contents for the project at the selected
version. From this window, the user can choose to edit, delete, im-
port, or export any component and hypertext network. Also, via
the window, users can graphically modify the project’s structure.
The version that is initially displayed in this window is called the
base version. If any modification is made to the project at this base
version, a new version would be temporarily created, branching off
the base version. The word “modified” will be attached to the base
version’s name in this window and the window now shows infor-
mation at the temporary version derived from the base version. The
user can choose to discard any derived (temporary) version (i.e. any
changes to the base version), or to capture the state of the project
at a version. Capture will change a temporary version into a cap-
tured one. Bookkeeping information such as name, date, authors,
and descriptions can be attached to the newly captured version for
later retrieval. The captured version plays the role of a checkpoint
to which the user can refer and becomes the new base version of the
project structure window. However, no data is saved after a capture.

Switching to work on a different version can be done explicitly
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or implicitly, whether or not the current version has been captured.
If the user moves the mouse focus to a window, the working version
is automatically set to the version that window is displaying. The
user can also explicitly select a different version from the project
history window and open it. The user may commit changes at any
time. Upon issuing this command, the user is asked which un-
captured, temporary versions should be saved and the chosen ver-
sions are then saved to the file system along with any already cap-
tured versions. Only the differences are stored. The user may also
save complete version snapshots, which can improve version ac-
cess time. Each user does not see changes from others, therefore,
no locking mechanism is needed. Users will share the data files and
using merging tools to collaborate. A more centralized versioning
repository similar to CVS [32] is being implemented. A set of diff
tools is provided to compare two arbitrary versions (not necessarily
predecessor or successor of each other) at different levels: 1) struc-
tural unit, 2) component, and 3) the whole system, in both structural
and line-oriented manners.

8.2 Versioned hypermedia services

Versioned hypermedia functionality in SC can be divided into
two groups: 1) linkbase and hypertext network services, 2) link and
anchor services. The first group are mainly provided via menus at
the project structure window. The window displays the structure of
the project as well as of linkbases. Users can create a linkbase or a
hypertext network, delete existing hypertext networks or linkbases,
re-structure linkbases and relocate networks among linkbases, open
an existing hypertext network, select a hypertext network to be ac-
tive, import and export a hypertext network from and to XLink for-
mat at any version.

Figure 14 shows an example of a hypertext network. A circle
represents for a link, a rectangle for an anchor. In this hypertext net-
work, there are two types of links: causal and non-causal. These
two types are used to build supports for traceability and consistency
management among software documents [34]. Causal links carry
with them an implied logical ordering of the documents involved.
They may have multiple source and multiple target anchors. Non-
causal links exist when documents or parts of them must be related
and agree with each other, but the causality cannot be clearly identi-
fied. While non-causal links are directly represented by Molhado’s
links, causal links are extended from them. In Figure 14, there
are directed edges coming from source anchors to causal links, and
from causal links to target anchors. There are only non-directed
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edges for non-causal links. Services for links include link creation,
deletion, renaming, attribute’s value viewing, and link history view-
ing. Figure 15 shows the history of the link “agrees”. Note that the
link was not created until the version v9.1.1.1. Therefore, the ear-
lier versions on the top window are “disabled”. The constructor of
the class “SCDocument” was displayed in the bottom window since
the user clicked on the corresponding anchor. The version history
of a hypertext network is displayed in the same manner. Figure 16
shows two hypertext networks. The one on top plays the role of
a graphical makefile while the other shows a dependency network
on the same set of components. Also, the versions of the graphical
makefile are consistently maintained with those of the project.
Services for anchors are also provided at the hypertext network
editing window. They includes deleting an anchor, adding an an-
chor into the active link, removing an anchor off some link, renam-
ing an anchor, and displaying the structural unit that the anchor
refers to (see Figure 14). If the user chooses to open the associated
structural unit of an anchor, the editor of the corresponding com-
ponent is invoked (such as structured Java program, XML, HTML,
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SVG graphics, UML diagrams, or plain text editors). The editors
are all hypertext-savvy and version-savvy. Figure 17 shows the
structured editor for Java programs. When the user right-clicks on
a document node, a popup menu is displayed to allow the user to
create an anchor at the node and add it to the active hypertext net-
work, or to open the active hypertext network of an anchor, or to
relocate an anchor to a different document node, etc.

Molhado’s product versioning model for hypertexts facilitates
the construction of these graphical user interfaces (GUIs) for ver-
sioned hypermedia services. For example, users’ traversal can be
done via embedded HTML-style hyperlinks or via a hypertext net-
work without involving users’ selection of revisions of individual
hypertext entities since the traversal occurs among components at
the current version, which is implicitly and globally determined via
user interface actions. Therefore, the user does not have to specify
which revisions of hypertext elements they want to refer to. Simi-
lar to traversal, other hypertext operations such as deletion or inser-
tion of anchors or links do not require any version selection rules.
Molhado’s hypertext versioning model also reduces the cognitive
overhead for users in version creation of links, anchors, or nodes
in a hypertext structure. When the user is ready to record the state
of the project after modifying hypertext networks or components,
a capture or a commit command can be issued and a new version
will be created. The user does not need to check in or check out
components or hypertext entities individually.

9. CONCLUSIONS

This paper describes Molhado, a new hypertext versioning and
SCM system that are well-suited for software logical relationship
management. It contributes a novel versioned hypermedia model
and a unified structure versioning framework for components and
hypertext structures among them. The model avoids the complica-
tions of version selection rules in composition model and the ver-
sion proliferation problem in total versioning model. It also facili-
tates the development of a GUI for versioned hypermedia services,
which reduce the cognitive overhead for users in version creation
and version selection of hypermedia elements in hypertext opera-
tions. Software components and hypertext structures are uniformly
versioned in a fine-grained manner, allowing users to return to a
consistent previous state not only of a hypertext network but also
of a single node and of a hyperlink.
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